**CS157A Spring 2020 Final Exam Name \_Ian SooHoo\_\_ ID \_\_\_\_\_\_\_\_\_\_**

**Please read every question carefully!** Total/Max points: **50** Question 1 – 25 (2 points)

Extra Credit: Question 26-27 (1 point)

Disclaimer: “*You may not consult with other people. You may not use the internet as a reference.  Exam questions posted to chegg will be identified and we will work with the appropriate authorities to obtain account information on anyone posting exam questions.  Doing so risks expulsion from the university.*”

Appendix: Schemas

1. Add lines connecting the relationship set to the entity sets so that:
   * A student can have no advisor, or one advisor
   * An instructor can advise any number of students, including no student

![C:\Users\Glenn\Dropbox\CSUMB\Fall15\databases\week17\final\student-instructor-er.PNG](data:image/png;base64,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)

1. Which operator of relational algebra is used when decomposing a schema during normalization? a) select, b) project, c) union. \_\_\_\_a)select\_\_\_\_\_\_\_\_\_\_\_
2. What does it mean for the decomposition of a relation schema into two relation schemas to be “lossless”?
   * every attribute of the original schema appears in one of the decomposed schemas
   * the decomposed schemas have as many rows as the original schema
   * a natural join of the decomposed schemas will give the original schema.
3. Write a functional dependency that proves that the following relation schema is not in Boyce Codd Normal Form:

contribution(candidate\_name, candidate\_id, amount, date)

candidate\_name -> candidate\_id

1. True/False: The right-hand side of a functional dependency must have exactly one attribute. FALSE
2. Fill in the blank: A relation schema is in Boyce Codd Normal Form if the left-hand side of every non-trivial functional dependency for the schema is a \_\_\_ superkey \_\_\_\_\_\_
3. Normalize the following relation schema so that it is in Boyce Codd Normal Form.

treats(doc\_SSN, patient\_SSN, patient\_name)

t1(patient\_SSN , doc\_SSN)

t2(patient\_SSN, patient\_name)

1. Write the primary key of this relation schema as a functional dependency:

Instructor (ID, name, dept\_name)

ID -> name, dept\_name

1. True/False: If a relation schema is in Boyce Codd Normal Form then it is also in Third Normal Form. \_\_\_\_\_\_\_TRUE\_\_\_\_\_\_\_\_\_
2. What does "isolation" mean?
   1. operations of different transactions don't interfere with each other
   2. every schedule contains at most one transaction
   3. either all operations of a transaction complete, or none do
3. Suppose you have written the following query on the campaign data:

select name

from contributor

where zip="93955";

If you wanted to speed up the evaluation of this query, what would be your first choice when creating an index?

* 1. attribute zip
  2. attribute name
  3. attribute contbr\_id (the primary key of the contributor table)

1. What is the difference between a ‘relation instance’ and a ‘table’?
   * a relation instance is a kind of schema
   * a relation instance refers to a subset of rows in a table
   * there is no difference
2. True/False: Every superkey is a candidate key. \_\_\_\_\_\_\_\_\_FALSE\_\_\_\_\_\_\_\_\_\_\_\_
3. An attribute of a relation schema that is the primary key of another relation schema is called a \_\_\_\_\_\_\_\_\_\_\_\_\_ FOREIGN KEY \_\_\_\_\_\_\_\_\_\_\_\_\_\_
4. What is the most that any department spends on total instructor salaries? (output single number)

select max(tot\_sal) from(select sum(salary) as tot\_sal from instructor group by dept\_name);

1. How many instructors in “Biology” have a salary > $80,000?

select \* from instructor where dept\_name="Biology" AND salary >80000;

1. What are the names of students who have taken at least one CS class? Make sure there are no duplicates. The name of the CS department is "Comp. Sci.". Don’t do count

select distinct(name) from student natural join takes where dept\_name="Comp. Sci.";

1. For each department, how many students are in that department? Show departments with the least number of students first.

select dept\_name,count(distinct(STUDENT.ID)) from student natural join takes group by dept\_name;

1. Write JDBC pseudocode to insert couple of rows into a table in secure way.

* Import java sql library
* Connect to DB server/client and port/ user/pass
* Create statement object stmt
* Result = stmt.executeQuery(“insert into department values("Comp. Sci.", "John", 100000)”)
* Use next method
* Result = stmt.executeQuery(“insert into department values("Comp. Sci.", "Mike", 1000000)”)

1. Given a relation: Employees (Employee\_ID, Name, Salary, Manager\_ID)

Write SQL query and equivalent relational algebra expression to find name of each employee’s manager.

Select mgr from (select name as mgr, Employee\_ID from Employees) where Manager\_ID = Employee\_ID;

1. Create a new user FOO and grant System privilege (Create table) to FOO. Also grant update privilege on a table T1 owned by user BAR. Make sure FOO is only allowed to update column C2 of T1. Also, FOO should be able to grant update privilege on T1 to other users.

CREATE USER FOO IDENTIFIED by password;

GRANT create table to FOO;

GRANT update(C2) ON T1 to FOO WITH GRANT OPTION;

1. NoSQL databases are generally (select all that apply)
   1. schema-less
   2. expensive
   3. run on a cluster
   4. difficult to access from a program
2. Create a view named ‘course\_counts’ that gives, for each course\_id, the number of students who have taken (or who are taking) a section of the course. Use the name ‘student\_cnt’ for the attribute giving the number of students.

CREATE VIEW course\_counts AS

SELECT course\_id, count(\*) as student\_cnt from student natural join takes group by course\_id;

1. Use the view ‘course\_counts’ of the previous problem in a query that finds the course taken by the fewest number of students. Show the course ID and student count.

select course\_id,min(student\_cnt) from course\_counts;

1. Write relation schemas for the following ER diagram: (be sure to show primary keys)
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employee(SSN)

project(project\_Id,SSN)

worker(SSN, project\_id,role)

**Extra Credit**:

1. Suppose we have a dense, clustering index on a table with about a million rows, where the search key is the primary key of the table. If we want to look up a record by its search key, how would we do it?
   1. linear search of the table
   2. linear search of the index, stopping when the key is found
   3. binary search of the index
   4. hash of the search key
2. In sequential file organization:
   1. records are stored in the file strictly by search key order
   2. records are chained together by pointers, in search key order
   3. the files that store the database tables are stored in order on disk

**Appendix.** Schema for the campaign data (all but primary key constraints have been removed)

create table department (

dept\_name varchar(20),

building varchar(15),

budget numeric(12,2)

primary key (dept\_name));

create table course (

course\_id varchar(8),

title varchar(50),

dept\_name varchar(20),

credits numeric(2,0),

primary key (course\_id));

create table instructor (

ID varchar(5),

name varchar(20) not null,

dept\_name varchar(20),

salary numeric(8,2),

primary key (ID));

create table section (

course\_id varchar(8),

sec\_id varchar(8),

semester varchar(6),

year numeric(4,0),

building varchar(15),

room\_number varchar(7),

time\_slot\_id varchar(4),

primary key (course\_id, sec\_id,

semester, year));

create table teaches (

ID varchar(5),

course\_id varchar(8),

sec\_id varchar(8),

semester varchar(6),

year numeric(4,0),

primary key (ID,course\_id,sec\_id,semester,year));

create table student (

ID varchar(5),

name varchar(20) not null,

dept\_name varchar(20),

tot\_cred numeric(3,0,

primary key (ID));

create table takes (

ID varchar(5),

course\_id varchar(8),

sec\_id varchar(8),

semester varchar(6),

year numeric(4,0),

grade varchar(2),

primary key (ID,course\_id,sec\_id,semester,year));

create table time\_slot (